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ABSTRACT 
The Calico project is a multi-language, multi-context program-
ming framework and learning environment for computing educa-
tion. This environment is designed to support several interoper-
able programming languages (including Python, Scheme, and a 
visual programming language), a variety of pedagogical contexts 
(including scientific visualization, robotics, and art), and an as-
sortment of physical devices (including different educational ro-
botics platforms and a variety of physical sensors).  In addition, 
the environment is designed to support collaboration and modern, 
interactive learning.  In this paper we describe the Calico project, 
its design and goals, our prototype system, and its current use.   

Categories and Subject Descriptors 
K.3.2 [Computers and Education]: Computer and Information 
Science Education – computer science education. 

General Terms 
Design, Experimentation, Languages. 

Keywords 
CS1, computer science education, integrated development envi-
ronment, IDE, pedagogy, programming languages, robots. 

1. INTRODUCTION 
 

Today there are many new and exciting programming environ-
ments and contexts available for learning about computing. For 
example, Alice [8] and Scratch [10] provide drag-and-drop, no-
syntax-errors programming environments, and DrRacket (for-
merly DrScheme) offers an award-winning integrated error dis-
play and logging system for Scheme [11]. Likewise, there are 
many exciting pedagogical contexts for learning about computer 
science, including media computation [6], story-telling, game 
development, AI, robotics, visualization, and art. Unfortunately, 

these contexts are often tied to a specific programming environ-
ment, which limits their availability to only those willing to work 
in that programming environment. Similarly, picking a specific 
programming environment often limits which contexts one can 
explore. Ideally, educators should be free to choose the most ap-
propriate programming languages and, independently, the most 
appropriate themes and contexts for their courses.  The choice of 
programming language should not limit the context, nor should 
the choice of context limit the programming language. 

The Calico project is designed to provide a single framework 
for multiple programming environments and multiple contexts so 
that instructors and institutions need not limit their pedagogical 
choices [3]. Thus, within a single framework, teachers can 
smoothly transition students from one programming paradigm to 
another. For example, perhaps an instructor would like students to 
begin with a Scratch-like language [16] and then move to Python. 
Or perhaps the instructor might wish to start with Python and 
move to Scheme. Both of these transitions are possible in Calico 
without changing the computing context, whether it be art, game 
development, visualization, or any number of other possibilities. 

Calico comprises four main components: an interface for 
multiple programming languages; an interface for multiple librar-
ies for exploring different computing contexts; an interface for 
peer-to-peer communication; and an integrated editor. The lan-
guage interface allows for the execution of individual language 
expressions or entire program files, and for the sharing of data and 
functions across languages. The library interface enables program 
modules to appear as native objects within all of the available 
languages. This provides a foundation for exploring computing 
contexts, such as graphics and robotics, in a language-independent 
manner. The communication interface provides functionality that 
enables users to easily exchange information among themselves. 
Finally, the editor provides a common framework for editing pro-
grams in any language, be it graphical or text-based. 

We have developed a prototype version of Calico (Figure 1) 
that provides well-tested support for the Python programming 
language and a personal robotics context (called Myro) for intro-
ductory computing, as well as preliminary support for several 
other languages and contexts. Calico runs on Linux, Macintosh, 
and Windows. This paper describes the prototype version of 
Calico, which is currently being piloted in five Fall 2011 CS 
courses, as well as our broader goals and vision for the system. 

In the ongoing development of the Calico framework, our 
overall goals are to “raise the ceiling” by including a variety of 
more sophisticated pedagogical contexts and programming lan-
guages, to “lower the floor” by including support for an intuitive 
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visual programming language for beginners, and to “widen the 
doorway” by including contexts beyond those typically found in 
traditional computer science, such as scientific visualization and 
art. 

 

2. A MULTI-LANGUAGE ENVIRONMENT 
 

Users interact with each supported language through the Calico 
Shell. The shell provides a place for text-based language expres-
sions to be entered and evaluated interactively, with the results 
available for immediate inspection. In many ways, the shell is 
very similar to other interactive interfaces, such as IDLE, 
DrRacket, Jython Environment for Students (JES), and many 
others going back to the read-eval-print loop of Lisp. However, 
Calico offers three significant improvements over these other 
interfaces: Calico is completely language-agnostic, users can eas-
ily switch between a variety of available languages, and different 
languages can share data and functions. 

Our Calico prototype currently fully supports Python as a 
scripting language for students to use. Beyond support for Python, 
there is preliminary support for Ruby, F# (similar to OCaml), Boo 
(Python with types), and Scheme. The shell is language-agnostic 
in that it is not tied specifically to any programming language. 
Languages are dynamically loaded on startup through a simple, 
standard interface. Once Calico is started, users may switch be-
tween loaded languages through a simple key combination (e.g., 
Control+5 might be Python, and Control+6 Ruby). 

Of course, most users will probably only use a single lan-
guage at a time; however, users can mix data structures and func-
tions from different languages together. Furthermore, the sharing 
of data and functions requires no extra overhead. For example, 
data need not be “marshaled” (or copied) in order to be accessed 
by different languages. In addition, functions defined in one lan-
guage appear native to each of Calico’s supported languages, even 
if they involve very different types of execution mechanisms. 

As an example, the following Calico Scheme program de-
fines a recursive function for testing whether an integer is even: 
 

scheme> (define is-even? 

           (lambda (n) 

              (cond 

                ((= n 0) #t) 

                ((= n 1) #f) 

                ((< n 0) (is-even? (- n))) 

                (else (is-even? (- n 2)))))) 

Ok 
 

In this example, is-even? is local to Scheme. However, this func-
tion can easily be made available to other Calico languages. The 
following code adds the function even to the global environment, 
turning the Scheme function is-even? into a function callable from 
other Calico languages: 
 

scheme> (define! even (func is-even?)) 

Ok 
 

The user can then dynamically switch to Python, and call the even 
function as if it were a native Python function: 
 

python> even(9998) 

True 
 

Conversely, functions defined in Python can be utilized by 
Scheme programs in a similar fashion. However, an essential 
aspect of Calico's Scheme implementation (and most others, as 
well) is that it is properly tail-recursive. The effective depth of 
Scheme's call stack is limited only by the amount of system mem-
ory available, unlike in many other languages, such as Python or 
Java, which impose a limit on the maximum depth of the stack. 

                  
 

Figure 1: Prototype of the Calico shell (left) and editor (right). 



Other Calico languages, however, can take advantage of Scheme's 
flexibility. For example, the above even function called from 
Python will work for arguments of any size, whereas a function 
defined in Python equivalent to is-even? will crash for arguments 
above a certain size, depending on the depth limit of Python's call 
stack, even though the function is tail-recursive. (The argument 
9998 shown above, for instance, causes CPython 2.7.2 to crash.) 
In fact, whether or not a function is tail-recursive is irrelevant, 
since Scheme imposes no limit on the recursion depth either way. 
This example shows that Python can directly exploit the power of 
Scheme in Calico. 

In addition to supporting a variety of different languages, 
Calico makes it easy for educators to modify either the syntax or 
semantics of a language, or to create a completely new language. 
Both of these options have been largely unavailable to educators 
in the past. Because a language is a plugin, and is written in the 
same manner as any Calico library (discussed below), adding a 
new text-based or graphical language is a simple matter of adding 
a single file to the system. This file defines what to do when 
Calico is asked to evaluate a snippet of code such as an expression 
or group of statements, and also what is necessary to run an entire 
program file. Additional functionality can also be included if de-
sired, but little else is necessary for the language to appear in 
Calico’s menu. To fully integrate the language into Calico, the 
system needs to define a method for accessing the global envi-
ronment that is shared across all languages. 

Calico incorporates a layer for language designers called the 
Dynamic Language Runtime (DLR). This layer is an open source 
set of functions to help designers create programming languages 
using modern techniques [4]. Open source versions of Python and 
Ruby have already been developed using the DLR. This layer is 
also the mechanism that allows Calico’s languages to share data 
and functions. 

The syntax and semantics of Calico’s version of Python has 
been refined for pedagogical purposes. For example, the print 
function of Python 3 has been selected over the print statement of 
earlier versions, and Python’s new with statement has been in-
cluded. Of course, these are minor changes, but instructors have 
the ability to change any aspect of a language in principle.  This 
gives instructors fine-grained control over the languages they use, 
and frees them from having to rely strictly on the choices made by 
language designers. Of course, this could potentially have adverse 
effects, by splintering a language into many incompatible ver-
sions. On the other hand, this could allow new variations of a 
language to emerge that would not otherwise be possible. 

2.1 A Visual Programming Language 
 

To demonstrate the flexibility of the Calico system to incorporate 
new languages, we are developing a blocks-oriented, drag-and-
drop visual programming language for Calico called Jigsaw 
(Figure 2). This new language will closely follow the lead of 
Scratch [16], a visual programming language primarily for 
children from the Lifelong Kindergarten Group at the MIT Media 
Lab. Visual programming tools like Scratch have been very 
successful at making computer programming accessible to K-12 
and undergraduate students [9]. 

Students will be able to execute a Jigsaw program directly in 
the graphical environment with the built-in Jigsaw language inter-
preter. Alternatively, the system will be able to translate a visual 
program into the equivalent source code for several textual lan-

guages integrated into the Calico environment. The translator will 
build a bridge from the high-level programming concepts repre-
sented by Jigsaw blocks to specific language implementations. 
The student will thus be able to see directly how an abstract pro-
gramming concept can be expressed concretely in multiple ways. 

Jigsaw will include block palettes that encapsulate the rich 
array of computing contexts available to all Calico programming 
languages. Calico’s common environment and shared libraries 
will greatly facilitate the integration of new contexts as Jigsaw 
block sets, as well as the process of translating a Jigsaw program 
to the equivalent source code in multiple textual languages. 

Jigsaw will be extended in several ways to further enhance 
students’ ability to visualize computer programming. Graphical 
extensions to Jigsaw will include interactive design and manipu-
lation of data structures, a stepping debugger with the ability to 
inspect and modify multiple levels of execution scope within a 
Jigsaw program, and a facility to create and deploy code-your-
own blocks for others to use. 

Experience has shown that new students often cling tightly to 
the syntax of the language that they are learning. So one may not 
want to expose introductory students to too many languages at 
once. We suspect, however, that starting with a visual program-
ming language and migrating to Python in CS1 would be benefi-
cial to students.  This hypothesis can be easily tested with Calico. 

 

3. MULTI-CONTEXT COMPUTING 
 

We consider a context to be a unifying theme used to drive student 
motivation. A context should be supported by well-designed cur-
ricular materials and libraries, and perhaps also by appropriate 
physical devices. Currently Calico supports two contexts: the 
Myro robotics library for the Scribbler robot with the IPRE Fluke 
extension [2, 14, 17], and a 2D Graphics library with optional 
support for physics simulations, including gravity. 

A Calico library only needs to be written once, but appears as 
if it were implemented for each of the supported languages.  For 

 
 

Figure 2:  The Jigsaw visual programming environment. 



example, the Myro library appears as a native Python module 
inside Python, as a native Ruby module inside Ruby, and so on. 
We have written programs in several languages using Myro com-
mands to control a robot, and have created a number of 2D 
graphics demos as well. As an example, the following programs 
demonstrate using the Graphics library in four Calico languages: 
Python, Scheme, F#, and Ruby. 

 
# Python Graphics Example 
import Graphics 

win = Graphics.Window("Hello") 

line = Line((0,0), (100,100)) 

line.draw(win) 

 

;; Scheme Graphics Example 

(using "Graphics") 

(define win (Graphics.Window "Hello")) 

(define line (Graphics.Line (Graphics.Point 0 0) 

                            (Graphics.Point 100 100))) 

(line.draw win) 

 

// F# Graphics Example 

module MyModule 

let win = Graphics.Window("Hello") 

let line = new Graphics.Line(new Graphics.Point(0,0), 

                             new Graphics.Point(100,100)) 

line.draw(win) 

 

# Ruby Graphics Example 

win = Graphics::WindowClass.new("Hello") 

line = Graphics::Line.new(Graphics::Point.new(0,0), 

                          Graphics::Point.new(100,100)) 

line.draw(win) 
 

The Graphics library is written once in standard C#, follow-
ing some basic guidelines, and then compiled on any platform to a 
shared library. This shared library is then placed into a folder of 
the Calico Project, which makes it available to all of the supported 
languages. As can be seen from the above examples, the library 
provides a native interface for each language. It is important to 
note that there is no additional “glue” or “wrapper” code neces-
sary to use a library. In addition, the library is not dependent upon 
the language that is using it, nor the operating system. In this 
manner, the compiled library can be used as-is with future lan-
guages or operating systems that have not yet been created. This 
will greatly facilitate the maintainability of the entire project as 
time goes on. 

The Myro robot library implements a well-tested API devel-
oped by the Institute for Personal Robots in Education (IPRE) [7]. 
This API has been ported by others to many languages, including 
C++, C, and Java. We are currently deploying Calico  within a 
“robots first” CS1 setting. The 2D Graphics library is designed to 
support many different uses. For example, it can serve as a 
replacement for Zelle’s Python Tkinter-based graphics library 
[18]. Of course, since it is written as a generic Calico library, it is 
available to all of the Calico languages, not just Python. We 
would also like for it to eventually provide the functionality of 
Processing’s 2D graphical library [15]. Combined with the drag-

and-drop Jigsaw language, Calico could also be used as an 
alternative to Scratch. Or with its Scheme support, it might serve 
as an alternative to NetLogo. 

The 2D Graphics library currently has support for basic 
drawing functionality, including shapes, turtle graphics, and im-
age processing. In addition, the library also has a selection of 
“modes” for top-level windows to operate in. For example, “auto 
mode” will automatically update a window’s contents as soon as 
possible, but without overloading the system; “manual mode” 
leaves the updating of graphics completely under the user’s con-
trol; and “physics mode” imbues all shapes with physical proper-
ties such as mass and velocity under the influence of gravity. 
Physics mode allows for many interesting explorations into topics 
typically outside the scope of introductory computer science 
courses. For example, students can easily write their own version 
of the game “Angry Birds”, using nothing more than standard 
graphical shapes and turning on physics mode. 

To augment the Calico 2D Graphics library, we have also in-
cluded in Calico a set of real world data. For example, we have 
included the regions of each US state in longitude/latitude format. 
Combining this with some supporting code for mapping longi-
tude/latitude points to a window coordinate system allows stu-
dents to easily create interesting visualizations. For example, one 
can plot the path of an active hurricane, or visualize by state the 
percentage of adult smokers (see Figure 3). The top image shows 
the path of Hurricane Irene plotted using a Calico function to map 
longitude and latitude to (x, y) window coordinates.  The bottom 
image shows a visualization of the adult smoking population of 

 
 

 
 

Figure 3: Examples created with Calico’s 2D Graphics library. 
 
 



various states.  The darker the color of the state, the higher the 
percentage of smokers in the state.  States are represented by 
polygons of longitude/latitude pairs that are drawn using Calico’s 
Polygon class. More generally, this library will make it easy for 
students to learn to manipulate and experiment with “big data” 
within many different contexts, using graphical visualizations as 
the primary tool. 

One of the main design goals of Calico is the separation of 
the pedagogical context from the programming language. This has 
the benefit of allowing one group of educators to focus their re-
sources on developing interesting libraries and contexts, inde-
pendently of other researchers working on language issues. Thus, 
the hope is to create many reusable components (languages, li-
braries, and contexts) that can be easily integrated and maintained 
within a single framework. 

Calico contexts may also incorporate the use of special 
hardware and other devices. Inexpensive sensors and effectors are 
increasingly available for use in the classroom. Hardware like 
Arduino microcontrollers [1], the Microsoft Kinect camera, and 
the iRobot Create robot are relatively inexpensive and allow 
students to write programs that interact with the real world.  This 
physical presence can make students’ programs seem more 
relevant and engaging, as they are “authentic” problem domains. 
Our goal is to make cutting edge hardware accessible to all levels 
of the computing curriculum through Calico’s Devices library. 
For example, students using Calico in a creative computation class 
will be able to access the depth images provided by the Kinect, or 
to drive a Create mobile robot around using a simple, standard 
API. 

 

3.1 An IDE for Interaction and Collaboration 
 

Learning a different programming language should not entail 
learning a completely different development environment. Too 
often, each language comes with its own extra baggage of IDE, 
libraries, and supporting framework. Educators should be free to 
focus the student’s attention on the ideas that matter, rather than 
on getting students up to speed in yet another new, unfamiliar 
environment. For example, the fact that Scheme uses functions 
and recursion as opposed to loops and mutable state is important; 
using the F5 key to run the program as opposed to some other key 
or menu option is not important. The Calico IDE has a fast, ro-
bust, extensible color syntax highlighter for all available lan-
guages, and allows switching between languages with a keystroke. 
Students can interactively enter commands in the currently se-
lected language and see the results immediately.  Any further 
improvements made to the IDE will automatically carry over to all 
of Calico’s programming languages and contexts. 

In addition to the shell and editor windows, Calico’s inter-
face also has a third component, called Chat. The Chat window 
appears as a typical chatroom interface, and uses Extensible Mes-
saging and Presence Protocol (XMPP) as the back-end protocol 
for communicating messages between the users’ computers and 
the server. The integrated chat interface allows students and 
teachers to communicate in a more modern medium. However, 
and perhaps more importantly, the XMPP connection can be used 
in ways other than as a chat interface. This provides a general 
mechanism for moving information between Calico clients. For 
example, we are currently exploring what we call “code blasting”. 
Using Calico, teachers will have the ability to blast code to stu-
dents such that it shows up directly in their Calico editors.  This 

will make it easy for them to immediately try out the examples 
being discussed in class. Likewise, students will be able to blast 
their assignments to their teachers, or perhaps blast code to each 
other. In addition, we have outlined plans to develop further sup-
port for interactive collaboration in Calico, so that two students 
could work together, even if they are in different locations. 

Finally, Calico is designed to incorporate the functionality of 
Personal Response Systems (often referred to as “clickers”), 
which can be used to provide interactivity in a classroom.  Inter-
activity can be an effective way to enhance learning, even with 
larger class sizes. At this stage, we plan on implementing only a 
basic “quick poll” functionality. The instructor could initiate a 
question on the fly, perhaps with a multiple-choice answer selec-
tion, in order to gauge students’ comprehension of a particular 
topic. Students would each receive the quick poll via a pop-up 
dialog in Calico, where they would select one of the choices. 
Afterwards, the instructor could display a bar chart of the group’s 
responses, leaving individuals anonymous. The class could then 
either discuss the topic further, or move on to the next topic, 
depending on overall student understanding. 

 

3.2 Technical Details 
 

Calico is designed to run identically on Linux, Macintosh, and 
Windows.  In order to satisfy our cross-platform goal, we decided 
to implement the system on a virtual machine (VM).  We consid-
ered two popular virtual machines: Java and .NET.  Unfortu-
nately, .NET only runs under Windows.  However, an open source 
implementation of .NET exists, called Mono, which runs on all 
three target operating systems. Like Java, Mono includes both an 
object-oriented language/compiler and a virtual machine/runtime.  
However, although many languages can run on the Java VM, no 
common infrastructure exists, other than the VM itself, for each 
language implemented on the VM.  This makes it difficult for 
different languages to share environments, data structures, objects, 
or functions.  On the other hand, .NET and Mono have a frame-
work for implementing languages called the Dynamic Language 
Runtime (DLR), and there already exist several languages written 
for the DLR, including Python and Ruby.  The DLR contains 
many tools and technologies for implementing languages, along 
with support for making languages interoperable.  Also, Java 
lacks a complete, robust, and official open source implementation.  
In contrast, .NET’s Common Language Infrastructure (CLI) has 
been clearly defined by Ecma standards #334 and #335 [5], and is 
protected by a promise from Microsoft not to sue [12].  The Mono 
virtual machine implements the Ecma standards.  We have put a 
high value on Calico having a complete and open source “stack” 
of software layers, and for these reasons we decided to select the 
CLI as implemented by Mono as the basis of our system. 

Calico is designed to be easy to maintain and modify over 
time.  The main Calico interface is written in IronPython, which 
has the advantage of allowing the interface to be easily altered 
without recompiling. For example, one can change Calico’s 
menus by simply editing a text file. Those changes are then re-
flected immediately on all platforms. We also selected Gtk as the 
graphical toolkit, as it is very robust and consistent across operat-
ing systems and has good documentation. The libraries are written 
in C# for speed. However, these libraries require only a single 
compilation on each operating system, after which they run iden-
tically on all platforms with any of the supported languages. 

 



4. CONCLUSION 
 

With Calico, one can pick the operating system, programming 
language, and context independently. Working within the Calico 
IDE, instructors and students can switch between different pro-
gramming languages with ease while exploring a given con-
text. Having the IDE and libraries be language-agnostic will make 
it easy to incorporate new, yet-to-be-invented languages into the 
system without having to reinvent all of the necessary supporting 
infrastructure, and without the need for adapting existing contexts 
to work with the new languages. 

It would be ideal if improvements to one educational IDE—
DrRacket’s Scheme environment, say—could also benefit stu-
dents using other languages. However, currently each such project 
is developed largely in isolation, and it is very difficult to apply 
advances in one environment to another. By providing an extensi-
ble, common framework spanning many programming languages 
and paradigms, enhancements to the environment or to a context 
benefit all of the languages, thereby creating a vibrant ecosystem 
for pedagogical development. 

As another example, computer science students typically 
study a variety of programming languages in a comparative man-
ner in a junior-level programming languages course.  Calico 
would be an excellent tool for side-by-side language comparison 
in such a course.  But why wait until the junior year?  Why not do 
this type of side-by-side comparison early in a computing cur-
riculum? If switching languages were as easy as pressing a key, 
what pedagogical benefits would that offer the students? We hope 
to explore these questions through Calico. 

In summary, we hope that Calico will provide a long-term, 
robust framework that can be used to create and sustain a commu-
nity of researchers, educators, and students working together. 
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